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b) A pointer that is declared to be of type void* can be dereferenced.
c) A pointer of one type can’t be assigned to one of another type without a cast operation.

For each of the following, write C++ statemengs that perform the specified rask. Assume

I:i;lli double-precision, floating-point numbers are stored in eight bytes and thar the startin g address

of the L TRy AL 0hlex 1ﬂ€!25ﬂ0 in memory. Each part of the exercise should use the re-
sults nfpr:ﬁous parts where appropriate.

B.4

a) Declare a built-in array of type double called numbers with 10 elements, and inidalize

the elements to the values 0.0, 1.1, 2.2, ..., 9.9. Assume thar the constant size has
been defined as 10,

b) Declare a pointer nPtr that points to a variable of type double.

c) Usea for statement to display the elements of built-in array numbers using array sub-
script notation. Display each number with one dj git to the right of the decimal point.

d) Write two separate statements that each assign the starting address of built-in array num-
bers to the pointer variable nptr.

e) Usea for statement to display the elements of built-in array numbers using pointer/off-
set notation with pointer nper,

f) Use a for statement to display the elements of built-in array numbers using pointer/off-
set notation witch the built-in array’s name as the pointer.

g) Usea for statement to display the elements of built-in array numbers using pointer/sub-
script notation with pointer nPtr.

h) Refer to the fourth element of built-in array numbers using array subscript notation,
pointer/offset notation with the built-in array’s name as the pointer, pointer subscript
notation with nPtr and pointer/offset notation with nptr,

i) Assuming that nPtr points to the beginning of built-in array numbers, whar address is
referenced by nPtr + 87 What value is stored ac thar location?

i} Assuming that nPtr points to numbers[5], what address is referenced by nPtr after nPtr
-= 4 is executed? What's the value stored at thar location?

For each of the following, write a statement that performs the specified task. Assume that dou-

ble variables number1 and number2 have been declared and thar number has been initialized to 7. 3.

8.5

8.6
timu an

a) Declare the variable doublePtr to be a pointer to an object of type double and initialize
the pointer to nullptr.

b) Assign the address of variable number1 to pointer variable doublePtr,

c) Display the value of the object pointed to by doubleptr.

d) Assign the value of the object pointed to by doublePtr to variable number2.

¢) Display the value of number2.

f) Display the address of number1.
g) Display the address stored in doublePtr. Is the address the same as that of number1?

Perform the task specified by each of the following statements: _
a) Write the funcrion header for a function called exchange that takes two pointers to dou-

ble-precision, floating-point numbers x and y as parameters and does not recurn a value.
b) Write the function prototype without parameter names for the function in part (a).
) Write two statements thar each initialize the built-in array of chars named vowel with
the string of vowels, "AETOU".

Find the error in each of the following program segments. Assume the following declara-

d statements:

Int* 2Ptr; // zPtr will reference built-in array 2
int number:

i"t z[ ]{ W L] " " }:

a) ++zZPtr;
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¢) cout << << *doublePtr << endl:
d) number2 = *doublePtr;

£) cout =« << number2 << endl;

f) cout =< e Smbiarl << andl:

E') S <= doublePtr << endl;

Yes, the value is the same.

8.5 a) void exchange(double® x, double® y)
b) veid exchange(double*, double*);
¢) char vowel[1{ * H
char vowel[1{ . - . . . }:

g.6 a) Error: zPtr has not been initialized.
Correction: Initialize zPtr with zPtr = z; (Parts e depend on this correction.)

b) Error: The pointer is not dereferenced.

Correction: Change the statement to number = *zPtr:
¢) Error: zPtr[2] is not a pointer and should not be dereferenced.
Correction: Changﬂ *zPtr[2] to zPrr[2].

d) Error: Referring to an out-of-bounds built-in array element with pointer subscripting.
Correction: To prevent this, change the relational operator in the for statement o < or
change the 5 to a 4,

e) Error: Trying to modify a built-in array’s name with pointer arithmetic.

Correction: Use a pointer variable instead of the built-in array’s name to accomplish
pointer arithmetic, or subscript the built-in array’s name to refer to a specific element.

Exercises

8.7  (True or False) State whether the following are true or false. If false, explain why.
a) Two pointers that point to different built-in arrays cannot be compared meaningfully.
b) Because the name of a built-in array is implicitly convertible to a pointer to the first el-
ement of the built-in array, built-in array names can be manipulated in the same man-
ner as pointers.

8.8 (Write Cs+ Statements) For each of the following, write C++ statements that perform the

specified task. Assume that unsigned integers are stored in four bytes and thar the starting address

of the built-in array is at location 1002500 in memory.

a) Declare an unsigned int built-in array values with five elements inirialized to the even
integers from 2 to 10. Assume that the constant size has been defined as 5.

b} Declare a pointer vPtr that points to an object of type unsigned int.

¢} Use a for statement to display the elements of built-in array values using array sub-
script notation.

d) Write two separate statements that assign the starting address of built-in array values
to pointer variable vPtr.

¢) Usea for statement to display the elements of built-in array values using pointer/offset
notation.

f) Usea for statement to display the elements of built-in array values using pointer/offset
notation with the built-in array’s name as the pointer.

8l Usea for statement to display the elements of built-in array values by subscriptin g the
pointer to the built-in array.

h) Refer to the fifth element of values using array subscript notation, pointer/offset nota-
tion with the built-in array name’s as the pointer, pointer subscript notation and point-

_ erloffset notarion.

1) What address is referenced by vPtr + 32 What value is stored at that location?
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: address of valuel. .
g E::::-ll:]{ dﬂ: address stored in TongPtr. Is the address displayed the same as vaTuer ¢

8.10  (Function Headers and Prototypes) Perform the task in each of the f‘crllmv.':ing: _

a) Write the function header for function zero that rakes a long integer b_1.qu—in armiy
parameter bigIntegers and a second parameter representing the array’s size and dou
not return a value.

b) Write the function prototype for the function in part (a).

¢) Write the function header for function add1AndSum that takes an integer built-in am
parameter oneTooSmall and a second parameter representing the array’s size and retum:
an integer.

d) Write the function prototype for the function described in part (c).

811 (Find the Code Errors) Find the error in each of the following segments. If the error canbe
corrected, explain how.
a) int* number:
cout << number << endl;
b) double* realPtr:
long* integerPtr;
integerPtr = realptr;
c) dntw x, 'H
X = ¥
d} char g[1{ this 15 »
for (; *s |a "N0'5 4es) {
COUT <2 *g ..

H
e) shorts

tharacier ar ray"}s
.

numPtr, result;
voids: gen!rithr{numPtr'}'

result = *genericPer , 1.
f) double x = 1.3, £

double xPtrigx}.
COUL <« %Ptr << end] -
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rules in Fig. 8.18. These functions should use pointer-based pass-by-reference to modify the posi-
ion of the tortoise and the hare,

> o M, .=_ 'E:"r 1.,b.

Tortoise Fast plod 50% 3 squares to the right
Slip 20% 6 squares to the left
Slow plod 30% 1 square to the right

Hare Sleep 20% No move at all
Big hop 20% 9 squares to the right
Big slip 10% 12 squares to the left
Small hop 30% I square to the right
Small slip 20% 2 squares to the left

Fig. 8.18 | Rules for moving the tortoise and the hare

Use variables to keep track of the positions of the animals (i.e., position numbers are 1-70).
Start each animal at position 1 (i.e., the “starting gate”). If an animal slips left before square 1,
move the animal back to square 1.

Generate the percentages in Fig. 8.18 by producing a random integer 7 in the range
1245 10. For the tortoise, perform a “fast plod” when 1 € ; < 5, a “slip” when 6 £ i< 7ora
“slow plod” when 8 < 7 < 10. Use a similar technique to move the hare.

Begin the race by displaying

BANG 1111
AND THEY'RE QFF 1!11]

For each tick of the clock (i.e., each iteration of a loop), display a 70-position line showing the
letter T in the tortoise’s position and the letter H in the hares position. Occasionally, the contenders
land on the same square. In this case, the torwise bites the hare and your program should display
OUCH! 11 beginning at that position. All positions other than the T, the H or the OUCH! 11 (in case of 2
tie) should be blank.

After displaying each line, test whether either animal has reached or passed square 70. If so,
display the winner and terminate the simulation. If the tortoise wins, display TORTOISE WINS! 11
YAY! 11 If the hare wins, display Hare wins. Yuch. If both animals win on the same clock tick, you
My want to favor the tortoise (the “underdog”), or you may want to display It's a tie. If neither
Mimal wins, perform the loop again to simulate the next tick of the clock.

13 (What Does This Code Do?) What does this program do?

/7 Ex. 8.13: ex08_13.cpp

f{ What dpes this program do?
tinclude <iostream-

Using Namespace std:

e B TN T A —

void Mysteryl(char®, const char®*); // prototype
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wre. We iﬂt.l'ﬂdl.lﬂﬂ maﬂfhiﬂﬂ-h“guagﬂ programming and write several machine-language programs.
To make this an '“TSP‘EC'QHF valuable experience, we then build a computer (using software-based
;imulation) on which you can execute your machine-language programs!?

8.15 (Machine-Language Programming) Lets create a computer we'll call the Simpletron. As its
pame implies, it’s a mmp!r: ma.chme, but, as we'll soon see, it's a powerful one as well. The Sim-
pletron runs programs written in the only language it directly understands, thar is, Simpletron Ma-
chine Language, or SML for short,

The Simpletron contains an accumulator—a “special register” in which information is put
before the Simpletron uses that information in calculations or examines it in various ways. All
information in the Simpletron is handled in terms of words. A word is a signed four-digit decimal
number, such as +3364, -1293, +0007, -0001, etc. The Simpletron is equipped with a 100-word
memory, and these words are referenced by their location numbers 00, 01, ..., 99.

Before running an SML program, we must load, or place, the program into memory. The first
instruction (or statement) of every SML program is always placed in location 00. The simulator
will start executing at this location.

Each instruction written in SML occupies one word of the Simpletron’s memory; thus,
instructions are signed four-digit decimal numbers. Assume that the sign of an SML instruction is
always plus, bur the sign of a data word may be either plus or minus. Each location in the Sim-
pletron’s memory may contain an instruction, a data value used by a program or an unused (and
hence undefined) area of memory. The first two digits of each SML instruction are the operation
code that specifies the operation to be performed. SML operation codes are shown in Fig, 8.21.

Operation code Meaning

Inputloutput operations

const int £ -3 Read a word from the keyboard into a specific location in
memory.

const int { }: Write a word from a specific location in memory to the
screen.

Load and store aperations

const int T ik Load a word from a specific location in memory into the
accumulator.

const int { 3}: Store a word from the accumulator into a specific location
iIn memory.

Arithmetic operations

const int {3, Add a word from a specific location in memory to the word
in the accumulator (leave result in accumulator),

tonst +pt . tract a word from a specific location in memory from
ik u .
the word in the accumulator (leave result in accumulator).

fig. 8.21 | Simpletron Machine Language (SML) operation codes. (Part | of 2.)

“‘-‘---_'_-——__

In Exercises 19.30-19.34, we'll “peel open” a simple hypothetical compiler that will translate state-
ments i 5 simple high-level language to the machine language you use here. Yuu’ll_wrm: programs
In thay high-level language, compile them into machine language and run that machine language on
Your computer simularor,




